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 Operating Systems,Unix Files and Commands
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 Major Components of Operating Systems (OS) Process management Resource management
 CPU Memory Device
 File system Bootstrapping
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 Programs and Processes One way to describe the hardware of a computer
 system is to say that it provides a framework for executing programs and storing files.
 A file is a collection of data that is usually stored on disk, although some files are stored on tape. UNIX treats peripherals as special files, so that
 terminals, printers, and other devices are accessible in the same way as disk-based files.
 A program is a collection of bytes representing code and data that are stored in a file.
 When a program is started, it is loaded from disk into the main memory (RAM).
 When a program is running, it is called a process.Most processes read and write data from files.
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 Processes The concept of process
 A program in execution The “animated spirit” of a program The entity that can be assigned to and
 executed on a processor
 The life of a process is bounded by its creation and termination.
 In a typical computer system, it may be running thousands of processes at the same time.
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 Processes In order to be executed by the CPU, the code and data
 of a process must be located in the main memory.
 SEEM 3460
 CPU
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 Owner of Processes and Files Processes and files have an owner and may be
 protected against unauthorized access. UNIX supports a hierarchical directory structure. Files and processes have a “location” within the
 directory hierarchy. A process may change its own location or the location of a file.
 The figure below is an illustration of a tiny UNIX directory hierarchy that contains four files and a process running the “sort” utility.
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 Process Management One major operating system (OS) function
 is the sharing of limited resources among competing processes. Limited resources in a typical computer system
 include CPUs, memory, disk space, and peripherals such as printers.
 OS shares CPUs among processes By dividing each second of CPU time into equal-
 sized “slices” (typically 1/10 second) and then allocating them to processes on the basis of a priority scheme.
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 Process Management The operating system usually interleaves
 the execution of all processes to maximize processor utilization while providing reasonable response time.
 Process A
 Process B
 Process C
 CPU Time Slice
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 Sharing Resources OS shares memory among processes
 By dividing the main memory up into thousands of equal-sized “chunks” of memory and then allocating them to processes
 The chunks of a process are called pages and chunks of memory are called frames
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 Sharing Memory - Paging
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 Sharing Memory - Paging
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 Sharing Resources Only those portions of a process that
 actually need to be in the main memory are ever loaded from disk.
 Pages that are not accessed for a while are saved back to disk so that the memory may be reallocated to other processes. This is called swapping
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 Operating system maintains a page table for each process contains the frame location for
 each page in the process memory address consist of a page
 number and offset within the page
 Sharing Memory –Page Tables for Paging
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 Sharing Memory –Page Tables for Paging
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 Sharing Resources OS shares disk space among users
 by dividing the disks into thousands of equal-sized “blocks” and then allocating them to users according to a quota system.
 A single file is built out of one or more blocks.
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 Unix File Attributes We can use ls to obtain a long listing of a file. For example:
 cuse93:> ls -ls heart.final 1 -rw-r--r-- 1 glass cs 213 Jan 31 00:12 heart.final
 Field # Field value File Attribute Meaning
 1 1 the number of blocks of physical storage occupied by the file
 2 -rw-r--r-- the type and permission mode of the file, which indicates who can read, write, and execute the file
 3 1 the hard link count
 4 glass the username of the owner of the file
 5 cs the group name of the file
 6 213 the size of the file, in bytes
 7 Jan 31 00:12 the time that the file was last modified
 8 heart.final the name of the file

Page 17
                        

SEEM 3460 17
 Unix File Attributes – File Storage The number of blocks of physical
 storage is shown in field 1 and is useful if you want to know how much actual disk space a file is using. It’s possible to create sparse files that seem to be
 very large in terms of field 6, but actually take up very little physical storage.
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 Unix File Attributes - Filenames The name of the file is shown in field 8. A UNIX filename may be up to 255 characters in length. You
 may use any printable characters you want in a filename except the slash (/) You avoid the use of any character that is special to a
 shell (like <,>, *, ?, or the tab), as these can confuse both the user and the shell.
 There is no requirement that a file end in an extension such as “.c” and “.h,” although many UNIX utilities (e.g., the C compiler) will accept only files that end with a particular suffix. Thus, the filenames “heart” and “heart.final” are valid
 The only filenames that you definitely can’t choose are (..) and (.) as these are predefined filenames that correspond to your current working directory and its parent directory, respectively.
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 Unix File Attributes –File Modification Time Field 7 shows the time that the file
 was last modified and is used by several utilities.
 The find utility may be used to find files on the basis of their last modification time.
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 Unix File Attributes – File Owner Field 3 tells you the owner of the file. Every UNIX process has an owner,
 which is typically the same as the username of the person who started it. For example, my login shell is owned by
 “glass,” which is my username. Whenever a process creates a file, the file’s owner is set to the process’ owner.
 This means that every file that I create from my shell is owned by “glass,” the owner of the shell itself.
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 Unix File Attributes – File Owner Note that while the text string known
 as the username is typically how we refer to a user, internally UNIX represents this as an integer known as the user ID.
 The username is easier for humans to understand than a numeric ID.
 We will refer to the textual name as username and use user ID to refer to the numeric value itself.
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 Unix File Attributes – File Group Field 5 shows the file’s group. Every UNIX user is a member of a group. This membership is initially assigned by the
 system administrator and is used as part of the UNIX security mechanism.
 For example, my group name is “cs” Every UNIX process also belongs to a specific group, usually the same as that of the user which started the process. My login shell belongs to the group name “cs”. Because each file created by a process is
 assigned to the same group as that of the process that created the file, every file that I create from my shell has the group name “cs.”
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 Unix File Attributes – File Group As with the user ID, the group is
 usually referenced by the text string name, but is represented internally as an integer value called the group ID.
 We will refer to the textual name as group name and use group ID to refer to the numeric value itself.
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 Unix File Attributes – File Type Field 2 describes the file’s type and permission settings. For
 convenience, here’s the output from the previous ls example:
 1 -rw-r--r-- 1 glass cs 213 Jan 31 00:12 heart.final
 The first character of field 2 indicates the type of the file, which is encoded as shown below. In the example, the type of “heart.final” is indicated as a regular file.
 Character File type
 - regular file
 d directory file
 b buffered special file (such as a disk drive)
 c unbuffered special file (such as a terminal)
 l symbolic link
 p pipe
 s socket
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 A file’s type can often be determined by using the file utility. For example, when we ran file on “heart.final”, we can see this: cuse93:> file heart.final … determine the file type heart.final: ascii text cuse93:> _
 Utility: file { fileName }+ The file utility attempts to describe the contents of the fileName arguments, including the language that any text is written in. When using file on a symbolic link file,file reports on the file that the link is pointing to, rather than the link itself.
 Unix File Attributes – File Type
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 Unix File Attributes –File Permissions
 The next nine characters of field 2 indicate the file’s permission settings.
 In the current example, the permission settings are
 “rw-r--r--”:
 1 -rw-r--r-- 1 glass cs 213 Jan 31 00:12 heart.final
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 Unix File Attributes –File Permissions (con’t)
 These nine characters should be thought of as being arranged in three groups of three characters, as shown below, where each cluster of three letters has the same format.
 If a dash occurs instead of a letter, then permission is denied.
 User (owner)
 Group Others
 rw- r-- r--
 Read permission
 Write permission
 Execute permission
 r w x
 (Note: While file permission is quite useful, it is not 100% accurate and can be fooled by some file formats. )
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 Unix File Attributes –File Permissions (con’t) The meaning of the read, write, and
 execute permissions depends on the type of the file, as shown below.
 Regular file Directory file Special file
 Read The process may read the contents.
 The process may readthe directory (i.e., listthe names of the files that it contains).
 The process may read from the file using theread() system call.
 Write The process maychange the contents.
 The process may addfiles to or remove filesfrom the directory.
 The process maywrite to the file, usingthe write() systemcall.
 Execute
 The process mayexecute the file (whichmakes sense only ifthe file is a program)
 The process mayaccess files in thedirectory or any of itssubdirectories.
 No meaning.
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 Changing A File’s Permissions : chmod
 The chmod utility is used to change the permission of files. For example, to remove read permission from others:
 cuse93:> ls –l heart.final …before-rw-r--r-- 1 glass music 213 Jan 31 00:12 heart.final cuse93:> chmod o-r heart.final …remove read for otherscuse93:> ls –l heart.final …after-rw-r----- 1 glass music 213 Jan 31 00:12 heart.final cuse93:> _
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 Changing A File’s Permissions : chmod (con’t)
 Requirement Change parameters
 Add group write permission. g+w
 Remove user read and write permission. u-rw
 Add execute permission for user, group, and others. a+x
 Give others read permission. o+r
 Add write permission for user, and remove read permission from group. u+w, g-r
 The table below shows some other examples of the use of chmod.
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 Changing A File’s Permissions : chmod (con’t)
 Another example of chmod:
 cuse93:> cd …change to home directorycuse93:> ls –ld . …list attributes of home dir drwxr-xr-x 45 glass 4096 Apr 29 14:35 .cuse93:>chmod o-rx . …update permissionscuse93:> ls –ld . …confirmdrwxr-x--- 45 glass 4096 Apr 29 14:35 .cuse93:> _
 Note that the -d option of ls is used to ensure that the attributes of the directory, rather than the attributes of its files, were displayed.
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 Changing A File’s Permissions : chmod (con’t) The chmod utility allows you to specify the new
 permission setting of a file as an octal number. Each octal digit represents a permission triplet. For example, if you wanted a file to have the permission settings
 rwxr-x---
 then the octal permission setting would be 750, calculated as shown below.
 User Group Others
 setting rwx r-x ---
 binary 111 101 000
 octal 7 5 0
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 Changing A File’s Permissions : chmod (con’t)
 The octal permission setting would be supplied to chmod as follows:
 cuse93:> chmod 750 . … update permissionscuse93:> ls –ld . … confirmdrwxr-x--- 45 glass 4096 Apr 29 14:35 .cuse93:> _
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 Determining Your Terminal’s Type: tset
 Several UNIX utilities, including the two standard editors vi (or vim) and emacs, need “know” what kind of terminal you’re using so that they can control the screen correctly.
 The type of your terminal is stored by your shell in something called an environment variable.
 You may think of environment variables as being global variables for the shell and they can hold strings.
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 Determining Your Terminal’s Type: tset (con’t) Before vi, vim or emacs can work correctly, your shell’s
 TERM environment variable must be set to your terminal type. Common settings for this variable include “vtl00” and “vt52.” There are several ways to set TERM:
 Your shell start-up file can set TERM directly by containing a line of the form ‘setenv TERM vtl00’ (C shell) or ‘TERM=vtl00; export TERM’ (for Bourne, Korn, and Bash shells). This method of setting TERM is practical only if you know the type of your terminal in advance and you always log into the same terminal.
 Your shell start-up file can invoke the tset utility, which looks at the communications port that you’re connected to and then set TERM accordingly. Consult the online manual for tset.
 You can manually set TERM from a shell. e.g. cuse93:> setenv TERM vt100
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 Filename Substitution (Wildcards) All shells support a wildcard facility that
 allows you to select files from the file system that satisfy a particular name pattern.
 Any word on the command line that contains at least one of the wildcard metacharacters is treated as a pattern and is replaced by an alphabetically sorted list of all the matching filenames.
 This act of pattern replacement is called globbing.
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 Filename Substitution (Wildcards) The wildcards and their meaning are shown in
 the following table
 Wildcard Meaning * Matches any string, including the empty string. ? Matches any single character.
 [..] Matches any one of the characters between the brackets. A range of characters may be specified by separating a pair of characters by a dash.
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 Some examples of wildcard usagecuse93:> ls *.cfile1.c axe.c go.c queue.c KIT.c on.ccuse93:> ls ??.c go.c on.ccuse93:> ls [ac]* … any pattern beginning with a or c
 axe.c c.txt abccuse93:> ls [a-z]* … any pattern beginning with small letter
 file1.c axe.c c.txt abc axe.c go.c on.c
 Filename Substitution (Wildcards)
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 Shell Operations When a shell is invoked automatically
 during a login (or manually from a keyboard or script), it follows a preset sequence: 1. It reads a special start-up file, typically located
 in the user’s home directory (e.g. ~/.cshrc), that contains some initialization information. Each shell’s start-up sequence is different.
 2. It displays a prompt and waits for a user command.
 3. If the user enters a Control-D character on a line of its own, this is interpreted by the shell as meaning “end of input” and causes the shell to terminate; otherwise, the shell executes the user’s command and returns to step 2.
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 Shell Operations (con’t) Commands range from simple utility
 invocations, such as
 cuse93:> ls
 to complex-looking pipeline sequences, such as
 cuse93:> ps -ef | sort | ul -tdumb | lp
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 Shell Operations (con’t) If you ever need to enter a command that is longer than a
 line on your terminal, you may terminate a portion of the command with a backslash (\) character, and the shell then allows you to continue the command on the next line:
 cuse93:> echo this is a very long shell command and needs to \be extended with the line continuation character. Note \that a single command may be extended for several lines.
 this is a very long shell command and needs to be extended with the line continuation character. Note that a single command may be extended for several lines.
 cuse93:> _
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 Executable Files Versus Built-in Commands
 Most UNIX commands invoke utility programs that are stored in the directory hierarchy. Utilities are stored in files that have execute permission. For example, when you type cuse93:> lsthe shell locates the executable program called “ls,” which is typically found in the “/bin” directory, and executes it.
 In addition to its ability to locate and execute utilities, the shell contains several built-in commands, such as echo and cd, which it recognizes and executes internally.
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 Special Local Variables of a Shell
 Every shell has a set of predefined environment variables that have special meanings to the shell
 Name Meaning $HOME the full pathname of your home directory $PATH a list of directories to search for commands $MAIL the full pathname of your mailbox $USER your username $SHELL the full pathname of your login shell $TERM the type of your terminal
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 How a Shell Finds A Command
 When a shell processes a command, it first checks to see whether the command is a built-in; if it is, the shell executes it directly. echo is an example of a built-in shell command:
 cuse93:> echo some commands are executed directly by the shell some commands are executed directly by the shell cuse93:> _
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 If the command in question isn’t a built-in command, then the shell checks whether it begins with a / character.
 If it does, the shell assumes that the first token is the absolute pathname of a command and tries to execute the file with the stated name.
 If the file doesn’t exist or isn’t an executable file, an error occurs:
 cuse93:> /usr/ucb/ls … full pathname of the ls utility abc.txt program.cpp
 cuse93:> /usr/local/bin/nsx … a non-existent filename /usr/local/bin/nsx: not found
 cuse93:> /etc/passwd ... the name of the password file /etc/passwd: Permission denied …it’s not executable
 If it is not an absolute pathname, the shell checks whether it begins with a path-related character such as ~ or . or .. and tries to execute the file with the stated full pathname similar to the above.
 cuse93:> ~david/demo/game … execute the game program under… the home directory of the user david
 How a Shell Finds A Command
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 If the command in question isn’t a built-in command or a full pathname, the shell searches the directories whose names are stored in the PATH environment variable.
 To display the content of an environment variable:cuse93:> echo $PATH /sbin:/usr/ucb:/usr/local/bin
 Each directory in the PATH environment variable is searched (from left to right) for an executable file matching the command name. If a match is found, the file is executed. If a match isn’t found in any of the
 directories, or if the file that matches is not executable, an error occurs.
 How a Shell Finds A Command : $PATH
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 Here is an example:
 cuse93:> echo $PATH /sbin:/usr/ucb:/usr/local/bin …directories searched
 cuse93:> ls … ls is located in “/usr/ucb/” abc.txt program.cpp … the result of executing ls
 cuse93:> nsx … not located anywhere nsx: not found _
 How a Shell Finds A Command : $PATH
 If the PATH environment variable is not set or is equal to the empty string, then only the current directory is searched.
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 The contents of the PATH variable may be changed thereby allowing you to tailor the search path to your needs.
 The original search path is usually initialized by the shell’s start-up file (e.g. ~/.cshrc) and typically includes all of the standard UNIX directories that contain executable utilities.
 Setting $PATH
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 The which Utility
 The which utility can show the current path of a certain utility found by the shell using the steps discussed above
 cuse93:> which ls /usr/ucb/ls
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